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# R - Overview

R is a programming language and software environment for statistical analysis, graphics representation and reporting. R was created by Ross Ihaka and Robert Gentleman at the University of Auckland, New Zealand, and is currently developed by the R Development Core Team.

The core of R is an interpreted computer language which allows branching and looping as well as modular programming using functions. R allows integration with the procedures written in the C, C++, .Net, Python or FORTRAN languages for efficiency.

R is freely available under the GNU General Public License, and pre-compiled binary versions are provided for various operating systems like Linux, Windows and Mac.

R is free software distributed under a GNU-style copyleft, and an official part of the GNU project called GNU S.

## Evolution of R

R was initially written by **Ross Ihaka** and **Robert Gentleman** at the Department of Statistics of the University of Auckland in Auckland, New Zealand. R made its first appearance in 1993.

* A large group of individuals has contributed to R by sending code and bug reports.
* Since mid-1997 there has been a core group (the "R Core Team") who can modify the R source code archive.

## Features of R

As stated earlier, R is a programming language and software environment for statistical analysis, graphics representation and reporting. There are following important features of R:

* R is a well-developed, simple and effective programming language which includes conditionals, loops, user defined recursive functions and input and output facilities.
* R has an effective data handling and storage facility,
* R provides a suite of operators for calculations on arrays, lists, vectors and matrices.
* R provides a large, coherent and integrated collection of tools for data analysis.
* R provides graphical facilities for data analysis and display either directly at the computer or printing at the papers.

As a conclusion, R is world’s most widely used statistics programming language. It's the # 1 choice of data scientists and supported by a vibrant and talented community of contributors. R is taught in universities and deployed in mission critical business applications. This tutorial will teach you R programming along with suitable examples in simple and easy steps.

# R - Environment Setup

## Try it Option Online

You really do not need to set up your own environment to start learning R programming language. Reason is very simple, we already have set up R Programming environment online, so that you can compile and execute all the available examples online at the same time when you are doing your theory work. This gives you confidence in what you are reading and to check the result with different options. Feel free to modify any example and execute it online.

Try the following example using **Try it** option available at the top right corner of the below sample code box:

# Print Hello World.

print("Hello World")

# Add two numbers.

print(23.9 + 11.6)

For most of the examples given in this tutorial, you will find **Try it** option, so just make use of it and enjoy your learning.

## Local Environment Setup

If you are still willing to set up your environment for R, you can follow the following steps in your computer.

## Windows Installation

You can download the Windows installer version of R from [R-3.2.2 for Windows (32/64 bit)](https://cran.r-project.org/bin/windows/base/) and save it in a local directory.

As it is a Windows installer (.exe) with a name "R-version-win.exe". You can just double click and run the installer accepting the default settings. If your Windows is 32-bit version, it installs the 32-bit version. But if your windows is 64-bit, then it installs both the 32-bit and 64-bit versions.

After installation you can locate the icon to run the Program in a directory structure "R\R-3.2.2\bin\i386\Rgui.exe" under the Windows Program Files. Clicking this icon brings up the R-GUI which is the R console to do R Programming.

## Linux Installation

R is available as a binary for many version of Linux at the location [R Binaries](https://cran.r-project.org/bin/linux/).

The instruction to install for various flavors of Linux varies. These steps are mentioned under each type of Linux version in the mentioned link. Still you are in hurry, then you can use **yum** command to install R as follows:

$ yum install R

Above command will install core functionality of R programming along with standard packages, still you need additional package then you can launch R prompt as follows:

$ R

R version 3.2.0 (2015-04-16) -- "Full of Ingredients"

Copyright (C) 2015 The R Foundation for Statistical Computing

Platform: x86\_64-redhat-linux-gnu (64-bit)

R is free software and comes with ABSOLUTELY NO WARRANTY.

You are welcome to redistribute it under certain conditions.

Type 'license()' or 'licence()' for distribution details.

R is a collaborative project with many contributors.

Type 'contributors()' for more information and

'citation()' on how to cite R or R packages in publications.

Type 'demo()' for some demos, 'help()' for on-line help, or

'help.start()' for an HTML browser interface to help.

Type 'q()' to quit R.

>

Now you can use install command at R prompt to install a required package. For example following command will install **plotrix** package which is required for 3D charts.

> install("plotrix")

# R - Basic Syntax

As a convention we will start learning R programming by writing a "Hello, World!" program. Depending on the needs, you can program either at R command prompt or you can use a R script file to write your program. Let's check both one by one.

## R Command Prompt

Once you have R environment setup then its easy to start your R command prompt just type the following command at your command prompt:

$ R

This will launch R interpreter and you will get a prompt > where you can start typing your program as follows:

> myString <- "Hello, World!"

> print ( myString)

[1] "Hello, World!"

Here first statement defines a string variable myString, where we assign a string "Hello, World!" and then next statement print() is being used to print the value stored in variable myString.

## R Script File

Usually, you will do your programming by writing your programs in script files and then you execute those scripts at your command prompt with the help of R interpreter called **Rscript**. So let's start with writing following code in a text file called test.R:

# My first program in R Programming

myString <- "Hello, World!"

print ( myString)

Save above code in a file test.R and execute it at Linux command prompt as given below. Even if you are using Windows or other system, syntax will remain same.

$ Rscript test.R

When we run above program, it produces the following result.

[1] "Hello, World!"

## Comments

Comments are like helping text in your R program and they are ignored by the interpreter while executing your actual program. Single comment is written using # in the beginning of the statement as follows:

# My first program in R Programming

R does not support multi-line comments but you can do some trick something as follows:

if(FALSE){

"This is a demo for multi-line comments and it should be put

inside either a single of double quote"

}

myString <- "Hello, World!"

print ( myString)

Though above comments will be executed by R interpreter but they will not interfere with your actual program. You should put such comments inside either single or double quote.

# R - Data Types

Generally, while doing programming in any programming language, you need to use various variables to store various information. Variables are nothing but reserved memory locations to store values. This means that, when you create a variable you reserve some space in memory.

You may like to store information of various data types like character, wide character, integer, floating point, double floating point, Boolean etc. Based on the data type of a variable, the operating system allocates memory and decides what can be stored in the reserved memory.

In contrast to other programming languages like C and java in R, the variables are not declared as some data type. The variables are assigned with R-Objects and the data type of the R-object becomes the data type of the variable. There are many types of R-objects. The frequently used ones are −

* Vectors
* Lists
* Matrices
* Arrays
* Factors
* Data Frames

The simplest of these objects is the **vector object** and there are six data types of these atomic vectors, also termed as six classes of vectors. The other R-Objects are built upon the atomic vectors.

|  |  |  |
| --- | --- | --- |
| **Data Type** | **Example** | **Verify** |
| Logical | TRUE, FALSE | v <- TRUE  print(class(v))  it produces the following result −  [1] "logical" |
| Numeric | 12.3, 5, 999 | v <- 23.5  print(class(v))  it produces the following result −  [1] "numeric" |
| Integer | 2L, 34L, 0L | v <- 2L  print(class(v))  it produces the following result −  [1] "integer" |
| Complex | 3 + 2i | v <- 2+5i  print(class(v))  it produces the following result −  [1] "complex" |
| Character | 'a' , '"good", "TRUE", '23.4' | v <- "TRUE"  print(class(v))  it produces the following result −  [1] "character" |
| Raw | "Hello" is stored as 48 65 6c 6c 6f | v <- charToRaw("Hello")  print(class(v))  it produces the following result −  [1] "raw" |

In R programming, the very basic data types are the R-objects called **vectors**which hold elements of different classes as shown above. Please note in R the number of classes is not confined to only the above six types. For example, we can use many atomic vectors and create an array whose class will become array.

## Vectors

When you want to create vector with more than one element, you should use**c()** function which means to combine the elements into a vector.

# Create a vector.

apple <- c('red','green',"yellow")

print(apple)

# Get the class of the vector.

print(class(apple))

When we execute the above code, it produces the following result −

[1] "red" "green" "yellow"

[1] "character"

## Lists

A list is an R-object which can contain many different types of elements inside it like vectors, functions and even another list inside it.

# Create a list.

list1 <- list(c(2,5,3),21.3,sin)

# Print the list.

print(list1)

When we execute the above code, it produces the following result −

[[1]]

[1] 2 5 3

[[2]]

[1] 21.3

[[3]]

function (x) .Primitive("sin")

## Matrices

A matrix is a two-dimensional rectangular data set. It can be created using a vector input to the matrix function.

# Create a matrix.

M = matrix( c('a','a','b','c','b','a'), nrow = 2, ncol = 3, byrow = TRUE)

print(M)

When we execute the above code, it produces the following result −

[,1] [,2] [,3]

[1,] "a" "a" "b"

[2,] "c" "b" "a"

## Arrays

While matrices are confined to two dimensions, arrays can be of any number of dimensions. The array function takes a dim attribute which creates the required number of dimension. In the below example we create an array with two elements which are 3x3 matrices each.

# Create an array.

a <- array(c('green','yellow'),dim = c(3,3,2))

print(a)

When we execute the above code, it produces the following result −

, , 1

[,1] [,2] [,3]

[1,] "green" "yellow" "green"

[2,] "yellow" "green" "yellow"

[3,] "green" "yellow" "green"

, , 2

[,1] [,2] [,3]

[1,] "yellow" "green" "yellow"

[2,] "green" "yellow" "green"

[3,] "yellow" "green" "yellow"

## Factors

Factors are the r-objects which are created using a vector. It stores the vector along with the distinct values of the elements in the vector as labels. The labels are always character irrespective of whether it is numeric or character or Boolean etc. in the input vector. They are useful in statistical modeling.

Factors are created using the **factor()** function.The **nlevels** functions gives the count of levels.

# Create a vector.

apple\_colors <- c('green','green','yellow','red','red','red','green')

# Create a factor object.

factor\_apple <- factor(apple\_colors)

# Print the factor.

print(factor\_apple)

print(nlevels(factor\_apple))

When we execute the above code, it produces the following result −

[1] green green yellow red red red yellow green

Levels: green red yellow

# applying the nlevels function we can know the number of distinct values

[1] 3

## Data Frames

Data frames are tabular data objects. Unlike a matrix in data frame each column can contain different modes of data. The first column can be numeric while the second column can be character and third column can be logical. It is a list of vectors of equal length.

Data Frames are created using the **data.frame()** function.

# Create the data frame.

BMI <- data.frame(

gender = c("Male", "Male","Female"),

height = c(152, 171.5, 165),

weight = c(81,93, 78),

Age = c(42,38,26)

)

print(BMI)

When we execute the above code, it produces the following result −

gender height weight Age

1 Male 152.0 81 42

2 Male 171.5 93 38

3 Female 165.0 78 26

# R - Operators

An operator is a symbol that tells the compiler to perform specific mathematical or logical manipulations. R language is rich in built-in operators and provides following types of operators.

## Types of Operators

We have the following types of operators in R programming −

* Arithmetic Operators
* Relational Operators
* Logical Operators
* Assignment Operators
* Miscellaneous Operators

## Arithmetic Operators

Following table shows the arithmetic operators supported by R language. The operators act on each element of the vector.

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| + | Adds two vectors | v <- c( 2,5.5,6)  t <- c(8, 3, 4)  print(v+t)  it produces the following result −  [1] 10.0 8.5 10.0 |
| − | Subtracts second vector from the first | v <- c( 2,5.5,6)  t <- c(8, 3, 4)  print(v-t)  it produces the following result −  [1] -6.0 2.5 2.0 |
| \* | Multiplies both vectors | v <- c( 2,5.5,6)  t <- c(8, 3, 4)  print(v\*t)  it produces the following result −  [1] 16.0 16.5 24.0 |
| / | Divide the first vector with the second | v <- c( 2,5.5,6)  t <- c(8, 3, 4)  print(v/t)  When we execute the above code, it produces the following result −  [1] 0.250000 1.833333 1.500000 |
| %% | Give the remainder of the first vector with the second | v <- c( 2,5.5,6)  t <- c(8, 3, 4)  print(v%%t)  it produces the following result −  [1] 2.0 2.5 2.0 |
| %/% | The result of division of first vector with second (quotient) | v <- c( 2,5.5,6)  t <- c(8, 3, 4)  print(v%/%t)  it produces the following result −  [1] 0 1 1 |
| ^ | The first vector raised to the exponent of second vector | v <- c( 2,5.5,6)  t <- c(8, 3, 4)  print(v^t)  it produces the following result −  [1] 256.000 166.375 1296.000 |

## Relational Operators

Following table shows the relational operators supported by R language. Each element of the first vector is compared with the corresponding element of the second vector. The result of comparison is a Boolean value.

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| > | Checks if each element of the first vector is greater than the corresponding element of the second vector. | v <- c(2,5.5,6,9)  t <- c(8,2.5,14,9)  print(v>t)  it produces the following result −  [1] FALSE TRUE FALSE FALSE |
| < | Checks if each element of the first vector is less than the corresponding element of the second vector. | v <- c(2,5.5,6,9)  t <- c(8,2.5,14,9)  print(v < t)  it produces the following result −  [1] TRUE FALSE TRUE FALSE |
| == | Checks if each element of the first vector is equal to the corresponding element of the second vector. | v <- c(2,5.5,6,9)  t <- c(8,2.5,14,9)  print(v == t)  it produces the following result −  [1] FALSE FALSE FALSE TRUE |
| <= | Checks if each element of the first vector is less than or equal to the corresponding element of the second vector. | v <- c(2,5.5,6,9)  t <- c(8,2.5,14,9)  print(v<=t)  it produces the following result −  [1] TRUE FALSE TRUE TRUE |
| >= | Checks if each element of the first vector is greater than or equal to the corresponding element of the second vector. | v <- c(2,5.5,6,9)  t <- c(8,2.5,14,9)  print(v>=t)  it produces the following result −  [1] FALSE TRUE FALSE TRUE |
| != | Checks if each element of the first vector is unequal to the corresponding element of the second vector. | v <- c(2,5.5,6,9)  t <- c(8,2.5,14,9)  print(v!=t)  it produces the following result −  [1] TRUE TRUE TRUE FALSE |

## Logical Operators

Following table shows the logical operators supported by R language. It is applicable only to vectors of type logical, numeric or complex. All numbers greater than 1 are considered as logical value TRUE.

Each element of the first vector is compared with the corresponding element of the second vector. The result of comparison is a Boolean value.

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| & | It is called Element-wise Logical AND operator. It combines each element of the first vector with the corresponding element of the second vector and gives a output TRUE if both the elements are TRUE. | v <- c(3,1,TRUE,2+3i)  t <- c(4,1,FALSE,2+3i)  print(v&t)  it produces the following result −  [1] TRUE TRUE FALSE TRUE |
| | | It is called Element-wise Logical OR operator. It combines each element of the first vector with the corresponding element of the second vector and gives a output TRUE if one the elements is TRUE. | v <- c(3,0,TRUE,2+2i)  t <- c(4,0,FALSE,2+3i)  print(v|t)  it produces the following result −  [1] TRUE FALSE TRUE TRUE |
| ! | It is called Logical NOT operator. Takes each element of the vector and gives the opposite logical value. | v <- c(3,0,TRUE,2+2i)  print(!v)  it produces the following result −  [1] FALSE TRUE FALSE FALSE |

The logical operator && and || considers only the first element of the vectors and give a vector of single element as output.

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| && | Called Logical AND operator. Takes first element of both the vectors and gives the TRUE only if both are TRUE. | v <- c(3,0,TRUE,2+2i)  t <- c(1,3,TRUE,2+3i)  print(v&&t)  it produces the following result −  [1] TRUE |
| || | Called Logical OR operator. Takes first element of both the vectors and gives the TRUE only if both are TRUE. | v <- c(0,0,TRUE,2+2i)  t <- c(0,3,TRUE,2+3i)  print(v||t)  it produces the following result −  [1] FALSE |

## Assignment Operators

These operators are used to assign values to vectors.

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| <−  or  =  or  <<− | Called Left Assignment | v1 <- c(3,1,TRUE,2+3i)  v2 <<- c(3,1,TRUE,2+3i)  v3 = c(3,1,TRUE,2+3i)  print(v1)  print(v2)  print(v3)  it produces the following result −  [1] 3+0i 1+0i 1+0i 2+3i  [1] 3+0i 1+0i 1+0i 2+3i  [1] 3+0i 1+0i 1+0i 2+3i |
| ->  or  ->> | Called Right Assignment | c(3,1,TRUE,2+3i) -> v1  c(3,1,TRUE,2+3i) ->> v2  print(v1)  print(v2)  it produces the following result −  [1] 3+0i 1+0i 1+0i 2+3i  [1] 3+0i 1+0i 1+0i 2+3i |

## Miscellaneous Operators

These operators are used to for specific purpose and not general mathematical or logical computation.

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| : | Colon operator. It creates the series of numbers in sequence for a vector. | v <- 2:8  print(v)  it produces the following result −  [1] 2 3 4 5 6 7 8 |
| %in% | This operator is used to identify if an element belongs to a vector. | v1 <- 8  v2 <- 12  t <- 1:10  print(v1 %in% t)  print(v2 %in% t)  it produces the following result −  [1] TRUE  [1] FALSE |
| %\*% | This operator is used to multiply a matrix with its transpose. | M = matrix( c(2,6,5,1,10,4), nrow = 2,ncol = 3,byrow = TRUE)  t = M %\*% t(M)  print(t)  it produces the following result −  [,1] [,2]  [1,] 65 82  [2,] 82 117 |

# R - Decision making

Decision making structures require the programmer to specify one or more conditions to be evaluated or tested by the program, along with a statement or statements to be executed if the condition is determined to be **true**, and optionally, other statements to be executed if the condition is determined to be**false**.

Following is the general form of a typical decision making structure found in most of the programming languages −
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R provides the following types of decision making statements. Click the following links to check their detail.

|  |  |
| --- | --- |
| **Sr.No.** | **Statement & Description** |
| 1 | [**if statement**](http://www.tutorialspoint.com/r/r_if_statement.htm)  An **if** statement consists of a Boolean expression followed by one or more statements. |
| 2 | [**if...else statement**](http://www.tutorialspoint.com/r/r_if_else_statement.htm)  An **if** statement can be followed by an optional **else** statement, which executes when the Boolean expression is false. |
| 3 | [**switch statement**](http://www.tutorialspoint.com/r/r_switch_statement.htm)  A **switch** statement allows a variable to be tested for equality against a list of values. |

# R - If Statement

An **if** statement consists of a Boolean expression followed by one or more statements.

## Syntax

The basic syntax for creating an **if** statement in R is −

if(boolean\_expression) {

// statement(s) will execute if the boolean expression is true.

}

If the Boolean expression evaluates to be **true**, then the block of code inside the if statement will be executed. If Boolean expression evaluates to be **false**, then the first set of code after the end of the if statement (after the closing curly brace) will be executed.

## Flow Diagram
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## Example

x <- 30L

if(is.integer(x)) {

print("X is an Integer")

}

When the above code is compiled and executed, it produces the following result −

[1] "X is an Integer"

# R - If...Else Statement

An **if** statement can be followed by an optional **else** statement which executes when the boolean expression is false.

## Syntax

The basic syntax for creating an **if...else** statement in R is −

if(boolean\_expression) {

// statement(s) will execute if the boolean expression is true.

} else {

// statement(s) will execute if the boolean expression is false.

}

If the Boolean expression evaluates to be **true**, then the **if block** of code will be executed, otherwise **else block** of code will be executed.

## Flow Diagram
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## Example

x <- c("what","is","truth")

if("Truth" %in% x) {

print("Truth is found")

} else {

print("Truth is not found")

}

When the above code is compiled and executed, it produces the following result −

[1] "Truth is not found"

Here "Truth" and "truth" are two different strings.

## The if...else if...else Statement

An **if** statement can be followed by an optional **else if...else** statement, which is very useful to test various conditions using single if...else if statement.

When using **if**, **else if**, **else** statements there are few points to keep in mind.

* An **if** can have zero or one **else** and it must come after any **else if**'s.
* An **if** can have zero to many **else if's** and they must come before the else.
* Once an **else if** succeeds, none of the remaining **else if**'s or **else**'s will be tested.

## Syntax

The basic syntax for creating an **if...else if...else** statement in R is −

if(boolean\_expression 1) {

// Executes when the boolean expression 1 is true.

} else if( boolean\_expression 2) {

// Executes when the boolean expression 2 is true.

} else if( boolean\_expression 3) {

// Executes when the boolean expression 3 is true.

} else {

// executes when none of the above condition is true.

}

## Example

x <- c("what","is","truth")

if("Truth" %in% x) {

print("Truth is found the first time")

} else if ("truth" %in% x) {

print("truth is found the second time")

} else {

print("No truth found")

}

When the above code is compiled and executed, it produces the following result −

[1] "truth is found the second time"

# R - Switch Statement

A **switch** statement allows a variable to be tested for equality against a list of values. Each value is called a case, and the variable being switched on is checked for each case.

## Syntax

The basic syntax for creating a switch statement in R is −

switch(expression, case1, case2, case3....)

The following rules apply to a switch statement −

* If the value of expression is not a character string it is coerced to integer.
* You can have any number of case statements within a switch. Each case is followed by the value to be compared to and a colon.
* If the value of the integer is between 1 and nargs()−1 (The max number of arguments)then the corresponding element of case condition is evaluated and the result returned.
* If expression evaluates to a character string then that string is matched (exactly) to the names of the elements.
* If there is more than one match, the first matching element is returned.
* No Default argument is available.
* In the case of no match, if there is a unnamed element of ... its value is returned. (If there is more than one such argument an error is returned.)

## Flow Diagram
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## Example

x <- switch(

3,

"first",

"second",

"third",

"fourth"

)

print(x)

When the above code is compiled and executed, it produces the following result −

[1] "third"

# R - Loops

There may be a situation when you need to execute a block of code several number of times. In general, statements are executed sequentially: The first statement in a function is executed first, followed by the second, and so on.

Programming languages provide various control structures that allow for more complicated execution paths.

A loop statement allows us to execute a statement or group of statements multiple times and following is the general from of a loop statement in most of the programming languages:

R programming language provides following kinds of loop to handle looping requirements. Click the following links to check their detail.

|  |  |
| --- | --- |
| **Loop Type** | **Description** |
| [**repeat loop**](http://www.tutorialspoint.com/r/r_repeat_loop.htm) | Executes a sequence of statements multiple times and abbreviates the code that manages the loop variable. |
| [**while loop**](http://www.tutorialspoint.com/r/r_while_loop.htm) | Repeats a statement or group of statements while a given condition is true. It tests the condition before executing the loop body. |
| [**for loop**](http://www.tutorialspoint.com/r/r_for_loop.htm) | Like a while statement, except that it tests the condition at the end of the loop body. |

## Loop Control Statements

Loop control statements change execution from its normal sequence. When execution leaves a scope, all automatic objects that were created in that scope are destroyed.

R supports the following control statements. Click the following links to check their detail.

|  |  |
| --- | --- |
| **Control Statement** | **Description** |
| [**break statement**](http://www.tutorialspoint.com/r/r_break_statement.htm) | Terminates the **loop** statement and transfers execution to the statement immediately following the loop. |
| [**Next statement**](http://www.tutorialspoint.com/r/r_next_statement.htm) | The next statement simulates the behavior of R switch. |

# R - Repeat Loop

The **Repeat loop** executes the same code again and again until a stop condition is met.

## Syntax

The basic syntax for creating a repeat loop in R is:

repeat {

commands

if(condition){

break

}

}

## Flow Diagram

Example

v <- c("Hello","loop")

cnt <- 2

repeat{

print(v)

cnt <- cnt+1

if(cnt > 5){

break

}

}

When the above code is compiled and executed, it produces the following result:

[1] "Hello" "loop"

[1] "Hello" "loop"

[1] "Hello" "loop"

[1] "Hello" "loop"

# R - While Loop

The While loop executes the same code again and again until a stop condition is met.

## Syntax

The basic syntax for creating a while loop in R is :

while (test\_expression) {

statement

}

## Flow Diagram

Here key point of the **while** loop is that the loop might not ever run. When the condition is tested and the result is false, the loop body will be skipped and the first statement after the while loop will be executed.

Example

v <- c("Hello","while loop")

cnt <- 2

while (cnt < 7){

print(v)

cnt = cnt + 1

}

When the above code is compiled and executed, it produces the following result :

[1] "Hello" "while loop"

[1] "Hello" "while loop"

[1] "Hello" "while loop"

[1] "Hello" "while loop"

[1] "Hello" "while loop"

# R - For Loop

A for loop is a repetition control structure that allows you to efficiently write a loop that needs to execute a specific number of times.

## Syntax

The basic syntax for creating a for loop statement in R is:

for (value in vector) {

statements

}

## Flow Diagram

R’s for loops are particularly flexible in that they are not limited to integers, or even numbers in the input. We can pass character vectors, logical vectors, lists or expressions.

Example

v <- LETTERS[1:4]

for ( i in v) {

print(i)

}

When the above code is compiled and executed, it produces the following result:

[1] "A"

[1] "B"

[1] "C"

[1] "D"

# R - Function

A function is a set of statements organized together to perform a specific task. R has a large number of in-built functions and the user can create their own functions.

In R, a function is an object so the R interpreter is able to pass control to the function, along with arguments that may be necessary for the function to accomplish the actions.

The function in turn performs its task and returns control to the interpreter as well as any result which may be stored in other objects.

## Function Definition

An R function is created by using the keyword **function**. The basic syntax of an R function definition is as follows:

function\_name <- function(arg\_1, arg\_2, ...) {

Function body

}

## Function Components

The different parts of a function are:

* **Function Name:** This is the actual name of the function. It is stored in R environment as an object with this name.
* **Arguments:** An argument is a placeholder. When a function is invoked, you pass a value to the argument. Arguments are optional; that is, a function may contain no arguments. Also arguments can have default values.
* **Function Body:** The function body contains a collection of statements that defines what the function does.
* **Return value:** The return value of a function is the last expression in the function body to be evaluated.

Example

R has many **in-built** functions which can be directly called in the program without defining them first. We can also create and use our own functions referred as **user defined** functions.

## Built-in Function

Simple examples of in-built functions are **seq()**, **mean()**, **max()**, **sum(x)** and**paste(...)** etc. They are directly called by user written programs. You can refer[most widely used R functions.](https://cran.r-project.org/doc/contrib/Short-refcard.pdf)

# Create a sequence of numbers from 32 to 44.

print(seq(32,44))

# Find mean of numbers from 25 to 82.

print(mean(25:82))

# Find sum of numbers frm 41 to 68.

print(sum(41:68))

When we execute above code, it produces following result:

[1] 32 33 34 35 36 37 38 39 40 41 42 43 44

[1] 53.5

[1] 1526

## User Defined Function

We can create user defined functions in R. They are specific to what a user wants and once created they can be used like the built-in functions. Below is an example of how a function is created and used.

# Create a function to print squares of numbers in sequence.

new.function <- function(a) {

for(i in 1:a) {

b <- i^2

print(b)

}

}

## Calling a Function

# Create a function to print squares of numbers in sequence.

new.function <- function(a) {

for(i in 1:a) {

b <- i^2

print(b)

}

}

# Call the function new.function supplying 6 as an argument.

new.function(6)

When we execute above code, it produces following result:

[1] 1

[1] 4

[1] 9

[1] 16

[1] 25

[1] 36

## Calling a Function without an Argument

# Create a function without an argument.

new.function <- function() {

for(i in 1:5) {

print(i^2)

}

}

# Call the function without supplying an argument.

new.function()

When we execute above code, it produces following result:

[1] 1

[1] 4

[1] 9

[1] 16

[1] 25

## Calling a Function with Argument Values (by position and by name)

The arguments to a function call can be supplied in the same sequence as defined in the function or they can be supplied in a different sequence but assigned to the names of the arguments.

# Create a function with arguments.

new.function <- function(a,b,c) {

result <- a\*b+c

print(result)

}

# Call the function by position of arguments.

new.function(5,3,11)

# Call the function by names of the arguments.

new.function(a=11,b=5,c=3)

When we execute above code, it produces following result:

[1] 26

[1] 58

## Calling a Function with Default Argument

We can define the value of the arguments in the function definition and call the function without supplying any argument to get the default result. But we can also call such functions by supplying new values of the argument and get non default result.

# Create a function with arguments.

new.function <- function(a = 3,b =6) {

result <- a\*b

print(result)

}

# Call the function without giving any argument.

new.function()

# Call the function with giving new values of the argument.

new.function(9,5)

When we execute above code, it produces following result:

[1] 18

[1] 45

## Lazy Evaluation of Function

Arguments to functions are evaluated lazily, which means so they are evaluated only when needed by the function body.

# Create a function with arguments.

new.function <- function(a, b) {

print(a^2)

print(a)

print(b)

}

# Evaluate the function without supplying one of the arguments.

new.function(6)

When we execute above code, it produces following result:

[1] 36

[1] 6

Error in print(b) : argument "b" is missing, with no default

# R - Strings

Any value written within a pair of single quote or double quotes in R is treated as a string. Internally R stores every string within double quotes, even when you create them with single quote.

## Rules Applied in String Construction

* The quotes at the beginning and end of a string should be both double quotes or both single quote. They can not be mixed.
* Double quotes can be inserted into a string starting and ending with single quote.
* Single quote can be inserted into a string starting and ending with double quotes.
* Double quotes can not be inserted into a string starting and ending with double quotes.
* Single quote can not be inserted into a string starting and ending with single quote.

## Examples of Valid Strings

Following examples clarify the rules about creating a string in R.

a <- 'Start and end with single quote'

print(a)

b <- "Start and end with double quotes"

print(b)

c <- "single quote ' in between double quotes"

print(c)

d <- 'Double quotes " in between single quote'

print(d)

When the above code is run we get the following output −

[1] "Start and end with single quote"

[1] "Start and end with double quotes"

[1] "single quote ' in between double quote"

[1] "Double quote \" in between single quote"

## Examples of Invalid Strings

e <- 'Mixed quotes"

print(e)

f <- 'Single quote ' inside single quote'

print(f)

g <- "Double quotes " inside double quotes"

print(g)

When we run the script it fails giving below results.

...: unexpected INCOMPLETE\_STRING

.... unexpected symbol

1: f <- 'Single quote ' inside

unexpected symbol

1: g <- "Double quotes " inside

## String Manipulation

### Concatenating Strings - paste() function

Many strings in R are combined using the **paste()** function. It can take any number of arguments to be combined together.

### Syntax

The basic syntax for paste function is −

paste(..., sep = " ", collapse = NULL)

Following is the description of the parameters used −

* **...** represents any number of arguments to be combined.
* **sep** represents any separator between the arguments. It is optional.
* **collapse** is used to eliminate the space in between two strings. But not the space within two words of one string.

### Example

a <- "Hello"

b <- 'How'

c <- "are you? "

print(paste(a,b,c))

print(paste(a,b,c, sep = "-"))

print(paste(a,b,c, sep = "", collapse = ""))

When we execute the above code, it produces the following result −

[1] "Hello How are you? "

[1] "Hello-How-are you? "

[1] "HelloHoware you? "

### Formatting numbers & strings - format() function

Numbers and strings can be formatted to a specific style using **format()**function.

### Syntax

The basic syntax for format function is −

format(x, digits, nsmall, scientific, width, justify = c("left", "right", "centre", "none"))

Following is the description of the parameters used −

* **x** is the vector input.
* **digits** is the total number of digits displayed.
* **nsmall** is the minimum number of digits to the right of the decimal point.
* **scientific** is set to TRUE to display scientific notation.
* **width** indicates the minimum width to be displayed by padding blanks in the beginning.
* **justify** is the display of the string to left, right or center.

### Example

# Total number of digits displayed. Last digit rounded off.

result <- format(23.123456789, digits = 9)

print(result)

# Display numbers in scientific notation.

result <- format(c(6, 13.14521), scientific = TRUE)

print(result)

# The minimum number of digits to the right of the decimal point.

result <- format(23.47, nsmall = 5)

print(result)

# Format treats everything as a string.

result <- format(6)

print(result)

# Numbers are padded with blank in the beginning for width.

result <- format(13.7, width = 6)

print(result)

# Left justify strings.

result <- format("Hello", width = 8, justify = "l")

print(result)

# Justfy string with center.

result <- format("Hello", width = 8, justify = "c")

print(result)

When we execute the above code, it produces the following result −

[1] "23.1234568"

[1] "6.000000e+00" "1.314521e+01"

[1] "23.47000"

[1] "6"

[1] " 13.7"

[1] "Hello "

[1] " Hello "

## Counting number of characters in a string - nchar() function

This function counts the number of characters including spaces in a string.

## Syntax

The basic syntax for nchar() function is −

nchar(x)

Following is the description of the parameters used −

* **x** is the vector input.

### Example

result <- nchar("Count the number of characters")

print(result)

When we execute the above code, it produces the following result −

[1] 30

## Changing the case - toupper() & tolower() functions

These functions change the case of characters of a string.

## Syntax

The basic syntax for toupper() & tolower() function is −

toupper(x)

tolower(x)

Following is the description of the parameters used −

* **x** is the vector input.

### Example

# Changing to Upper case.

result <- toupper("Changing To Upper")

print(result)

# Changing to lower case.

result <- tolower("Changing To Lower")

print(result)

When we execute the above code, it produces the following result −

[1] "CHANGING TO UPPER"

[1] "changing to lower"

## Extracting parts of a string - substring() function

This function extracts parts of a String.

## Syntax

The basic syntax for substring() function is −

substring(x,first,last)

Following is the description of the parameters used −

* **x** is the character vector input.
* **first** is the position of the first character to be extracted.
* **last** is the position of the last character to be extracted.

### Example

# Extract characters from 5th to 7th position.

result <- substring("Extract", 5, 7)

print(result)

When we execute the above code, it produces the following result −

[1] "act"

# R - Vectors

Vectors are the most basic R data objects and there are six types of atomic vectors. They are logical, integer, double, complex, character and raw.

## Vector Creation

## Single Element Vector

Even when you write just one value in R, it becomes a vector of length 1 and belongs to one of the above vector types.

# Atomic vector of type character.

print("abc");

# Atomic vector of type double.

print(12.5)

# Atomic vector of type integer.

print(63L)

# Atomic vector of type logical.

print(TRUE)

# Atomic vector of type complex.

print(2+3i)

# Atomic vector of type raw.

print(charToRaw('hello'))

When we execute the above code, it produces the following result −

[1] "abc"

[1] 12.5

[1] 63

[1] TRUE

[1] 2+3i

[1] 68 65 6c 6c 6f

## Multiple Elements Vector

**Using colon operator with numeric data**

# Creating a sequence from 5 to 13.

v <- 5:13

print(v)

# Creating a sequence from 6.6 to 12.6.

v <- 6.6:12.6

print(v)

# If the final element specified does not belong to the sequence then it is discarded.

v <- 3.8:11.4

print(v)

When we execute the above code, it produces the following result −

[1] 5 6 7 8 9 10 11 12 13

[1] 6.6 7.6 8.6 9.6 10.6 11.6 12.6

[1] 3.8 4.8 5.8 6.8 7.8 8.8 9.8 10.8

**Using sequence (Seq.) operator**

# Create vector with elements from 5 to 9 incrementing by 0.4.

print(seq(5, 9, by = 0.4))

When we execute the above code, it produces the following result −

[1] 5.0 5.4 5.8 6.2 6.6 7.0 7.4 7.8 8.2 8.6 9.0

**Using the c() function**

The non-character values are coerced to character type if one of the elements is a character.

# The logical and numeric values are converted to characters.

s <- c('apple','red',5,TRUE)

print(s)

When we execute the above code, it produces the following result −

[1] "apple" "red" "5" "TRUE"

## Accessing Vector Elements

Elements of a Vector are accessed using indexing. The **[ ] brackets** are used for indexing. Indexing starts with position 1. Giving a negative value in the index drops that element from result.**TRUE**,**FALSE** or **0** and **1** can also be used for indexing.

# Accessing vector elements using position.

t <- c("Sun","Mon","Tue","Wed","Thurs","Fri","Sat")

u <- t[c(2,3,6)]

print(u)

# Accessing vector elements using logical indexing.

v <- t[c(TRUE,FALSE,FALSE,FALSE,FALSE,TRUE,FALSE)]

print(v)

# Accessing vector elements using negative indexing.

x <- t[c(-2,-5)]

print(x)

# Accessing vector elements using 0/1 indexing.

y <- t[c(0,0,0,0,0,0,1)]

print(y)

When we execute the above code, it produces the following result −

[1] "Mon" "Tue" "Fri"

[1] "Sun" "Fri"

[1] "Sun" "Tue" "Wed" "Fri" "Sat"

[1] "Sun"

## Vector Manipulation

## Vector arithmetic

Two vectors of same length can be added, subtracted, multiplied or divided giving the result as a vector output.

# Create two vectors.

v1 <- c(3,8,4,5,0,11)

v2 <- c(4,11,0,8,1,2)

# Vector addition.

add.result <- v1+v2

print(add.result)

# Vector substraction.

sub.result <- v1-v2

print(sub.result)

# Vector multiplication.

multi.result <- v1\*v2

print(multi.result)

# Vector division.

divi.result <- v1/v2

print(divi.result)

When we execute the above code, it produces the following result −

[1] 7 19 4 13 1 13

[1] -1 -3 4 -3 -1 9

[1] 12 88 0 40 0 22

[1] 0.7500000 0.7272727 Inf 0.6250000 0.0000000 5.5000000

## Vector element recycling

If we apply arithmetic operations to two vectors of unequal length, then the elements of the shorter vector are recycled to complete the operations.

v1 <- c(3,8,4,5,0,11)

v2 <- c(4,11)

# V2 becomes c(4,11,4,11,4,11)

add.result <- v1+v2

print(add.result)

sub.result <- v1-v2

print(sub.result)

When we execute the above code, it produces the following result −

[1] 7 19 8 16 4 22

[1] -1 -3 0 -6 -4 0

## Vector Element Sorting

Elements in a vector can be sorted using the **sort()** function.

v <- c(3,8,4,5,0,11, -9, 304)

# Sort the elements of the vector.

sort.result <- sort(v)

print(sort.result)

# Sort the elements in the reverse order.

revsort.result <- sort(v, decreasing = TRUE)

print(revsort.result)

# Sorting character vectors.

v <- c("Red","Blue","yellow","violet")

sort.result <- sort(v)

print(sort.result)

# Sorting character vectors in reverse order.

revsort.result <- sort(v, decreasing = TRUE)

print(revsort.result)

When we execute the above code, it produces the following result −

[1] -9 0 3 4 5 8 11 304

[1] 304 11 8 5 4 3 0 -9

[1] "Blue" "Red" "violet" "yellow"

[1] "yellow" "violet" "Red" "Blue"

# R - Lists

Lists are the R objects which contain elements of different types like − numbers, strings, vectors and another list inside it. A list can also contain a matrix or a function as its elements. List is created using **list()** function.

## Creating a List

Following is an example to create a list containing strings, numbers, vectors and a logical values

# Create a list containing strings, numbers, vectors and a logical values.

list\_data <- list("Red", "Green", c(21,32,11), TRUE, 51.23, 119.1)

print(list\_data)

When we execute the above code, it produces the following result −

[[1]]

[1] "Red"

[[2]]

[1] "Green"

[[3]]

[1] 21 32 11

[[4]]

[1] TRUE

[[5]]

[1] 51.23

[[6]]

[1] 119.1

## Naming List Elements

The list elements can be given names and they can be accessed using these names.

# Create a list containing a vector, a matrix and a list.

list\_data <- list(c("Jan","Feb","Mar"), matrix(c(3,9,5,1,-2,8), nrow = 2),

list("green",12.3))

# Give names to the elements in the list.

names(list\_data) <- c("1st Quarter", "A\_Matrix", "A Inner list")

# Show the list.

print(list\_data)

When we execute the above code, it produces the following result −

$`1st\_Quarter`

[1] "Jan" "Feb" "Mar"

$A\_Matrix

[,1] [,2] [,3]

[1,] 3 5 -2

[2,] 9 1 8

$A\_Inner\_list

$A\_Inner\_list[[1]]

[1] "green"

$A\_Inner\_list[[2]]

[1] 12.3

## Accessing List Elements

Elements of the list can be accessed by the index of the element in the list. In case of named lists it can also be accessed using the names.

We continue to use the list in the above example −

# Create a list containing a vector, a matrix and a list.

list\_data <- list(c("Jan","Feb","Mar"), matrix(c(3,9,5,1,-2,8), nrow = 2),

list("green",12.3))

# Give names to the elements in the list.

names(list\_data) <- c("1st Quarter", "A\_Matrix", "A Inner list")

# Access the first element of the list.

print(list\_data[1])

# Access the thrid element. As it is also a list, all its elements will be printed.

print(list\_data[3])

# Access the list element using the name of the element.

print(list\_data$A\_Matrix)

When we execute the above code, it produces the following result −

$`1st\_Quarter`

[1] "Jan" "Feb" "Mar"

$A\_Inner\_list

$A\_Inner\_list[[1]]

[1] "green"

$A\_Inner\_list[[2]]

[1] 12.3

[,1] [,2] [,3]

[1,] 3 5 -2

[2,] 9 1 8

## Manipulating List Elements

We can add, delete and update list elements as shown below. We can add and delete elements only at the end of a list. But we can update any element.

# Create a list containing a vector, a matrix and a list.

list\_data <- list(c("Jan","Feb","Mar"), matrix(c(3,9,5,1,-2,8), nrow = 2),

list("green",12.3))

# Give names to the elements in the list.

names(list\_data) <- c("1st Quarter", "A\_Matrix", "A Inner list")

# Add element at the end of the list.

list\_data[4] <- "New element"

print(list\_data[4])

# Remove the last element.

list\_data[4] <- NULL

# Print the 4th Element.

print(list\_data[4])

# Update the 3rd Element.

list\_data[3] <- "updated element"

print(list\_data[3])

When we execute the above code, it produces the following result −

[[1]]

[1] "New element"

$

NULL

$`A Inner list`

[1] "updated element"

## Merging Lists

You can merge many lists into one list by placing all the lists inside one list() function.

# Create two lists.

list1 <- list(1,2,3)

list2 <- list("Sun","Mon","Tue")

# Merge the two lists.

merged.list <- c(list1,list2)

# Print the merged list.

print(merged.list)

When we execute the above code, it produces the following result −

[[1]]

[1] 1

[[2]]

[1] 2

[[3]]

[1] 3

[[4]]

[1] "Sun"

[[5]]

[1] "Mon"

[[6]]

[1] "Tue"

## Converting List to Vector

A list can be converted to a vector so that the elements of the vector can be used for further manipulation. All the arithmetic operations on vectors can be applied after the list is converted into vectors. To do this conversion, we use the**unlist()** function. It takes the list as input and produces a vector.

# Create lists.

list1 <- list(1:5)

print(list1)

list2 <-list(10:14)

print(list2)

# Convert the lists to vectors.

v1 <- unlist(list1)

v2 <- unlist(list2)

print(v1)

print(v2)

# Now add the vectors

result <- v1+v2

print(result)

When we execute the above code, it produces the following result −

[[1]]

[1] 1 2 3 4 5

[[1]]

[1] 10 11 12 13 14

[1] 1 2 3 4 5

[1] 10 11 12 13 14

[1] 11 13 15 17 19

# R - Matrices

Matrices are the R objects in which the elements are arranged in a two-dimensional rectangular layout. They contain elements of the same atomic types. Though we can create a matrix containing only characters or only logical values, they are not of much use. We use matrices containing numeric elements to be used in mathematical calculations.

A Matrix is created using the **matrix()** function.

## Syntax

The basic syntax for creating a matrix in R is −

matrix(data, nrow, ncol, byrow, dimnames)

Following is the description of the parameters used −

* **data** is the input vector which becomes the data elements of the matrix.
* **nrow** is the number of rows to be created.
* **ncol** is the number of columns to be created.
* **byrow** is a logical clue. If TRUE then the input vector elements are arranged by row.
* **dimname** is the names assigned to the rows and columns.

## Example

Create a matrix taking a vector of numbers as input

# Elements are arranged sequentially by row.

M <- matrix(c(3:14), nrow = 4, byrow = TRUE)

print(M)

# Elements are arranged sequentially by column.

N <- matrix(c(3:14), nrow = 4, byrow = FALSE)

print(N)

# Define the column and row names.

rownames = c("row1", "row2", "row3", "row4")

colnames = c("col1", "col2", "col3")

P <- matrix(c(3:14), nrow = 4, byrow = TRUE, dimnames = list(rownames, colnames))

print(P)

When we execute the above code, it produces the following result −

[,1] [,2] [,3]

[1,] 3 4 5

[2,] 6 7 8

[3,] 9 10 11

[4,] 12 13 14

[,1] [,2] [,3]

[1,] 3 7 11

[2,] 4 8 12

[3,] 5 9 13

[4,] 6 10 14

col1 col2 col3

row1 3 4 5

row2 6 7 8

row3 9 10 11

row4 12 13 14

## Accessing Elements of a Matrix

Elements of a matrix can be accessed by using the column and row index of the element. We consider the matrix P above to find the specific elements below.

# Define the column and row names.

rownames = c("row1", "row2", "row3", "row4")

colnames = c("col1", "col2", "col3")

# Create the matrix.

P <- matrix(c(3:14), nrow = 4, byrow = TRUE, dimnames = list(rownames, colnames))

# Access the element at 3rd column and 1st row.

print(P[1,3])

# Access the element at 2nd column and 4th row.

print(P[4,2])

# Access only the 2nd row.

print(P[2,])

# Access only the 3rd column.

print(P[,3])

When we execute the above code, it produces the following result −

[1] 5

[1] 13

col1 col2 col3

6 7 8

row1 row2 row3 row4

5 8 11 14

## Matrix Computations

Various mathematical operations are performed on the matrices using the R operators. The result of the operation is also a matrix.

The dimensions (number of rows and columns) should be same for the matrices involved in the operation.

## Matrix Addition & Subtraction

# Create two 2x3 matrices.

matrix1 <- matrix(c(3, 9, -1, 4, 2, 6), nrow = 2)

print(matrix1)

matrix2 <- matrix(c(5, 2, 0, 9, 3, 4), nrow = 2)

print(matrix2)

# Add the matrices.

result <- matrix1 + matrix2

cat("Result of addition","\n")

print(result)

# Subtract the matrices

result <- matrix1 - matrix2

cat("Result of subtraction","\n")

print(result)

When we execute the above code, it produces the following result −

[,1] [,2] [,3]

[1,] 3 -1 2

[2,] 9 4 6

[,1] [,2] [,3]

[1,] 5 0 3

[2,] 2 9 4

Result of addition

[,1] [,2] [,3]

[1,] 8 -1 5

[2,] 11 13 10

Result of subtraction

[,1] [,2] [,3]

[1,] -2 -1 -1

[2,] 7 -5 2

## Matrix Multiplication & Division

# Create two 2x3 matrices.

matrix1 <- matrix(c(3, 9, -1, 4, 2, 6), nrow = 2)

print(matrix1)

matrix2 <- matrix(c(5, 2, 0, 9, 3, 4), nrow = 2)

print(matrix2)

# Multiply the matrices.

result <- matrix1 \* matrix2

cat("Result of multiplication","\n")

print(result)

# Divide the matrices

result <- matrix1 / matrix2

cat("Result of division","\n")

print(result)

When we execute the above code, it produces the following result −

[,1] [,2] [,3]

[1,] 3 -1 2

[2,] 9 4 6

[,1] [,2] [,3]

[1,] 5 0 3

[2,] 2 9 4

Result of multiplication

[,1] [,2] [,3]

[1,] 15 0 6

[2,] 18 36 24

Result of division

[,1] [,2] [,3]

[1,] 0.6 -Inf 0.6666667

[2,] 4.5 0.4444444 1.5000000

# R - Arrays

Arrays are the R data objects which can store data in more than two dimensions. For example − If we create an array of dimension (2, 3, 4) then it creates 4 rectangular matrices each with 2 rows and 3 columns. Arrays can store only data type.

An array is created using the **array()** function. It takes vectors as input and uses the values in the **dim** parameter to create an array.

## Example

The following example creates an array of two 3x3 matrices each with 3 rows and 3 columns.

# Create two vectors of different lengths.

vector1 <- c(5,9,3)

vector2 <- c(10,11,12,13,14,15)

# Take these vectors as input to the array.

result <- array(c(vector1,vector2),dim = c(3,3,2))

print(result)

When we execute the above code, it produces the following result −

, , 1

[,1] [,2] [,3]

[1,] 5 10 13

[2,] 9 11 14

[3,] 3 12 15

, , 2

[,1] [,2] [,3]

[1,] 5 10 13

[2,] 9 11 14

[3,] 3 12 15

## Naming Columns and Rows

We can give names to the rows, columns and matrices in the array by using the**dimnames** parameter.

# Create two vectors of different lengths.

vector1 <- c(5,9,3)

vector2 <- c(10,11,12,13,14,15)

column.names <- c("COL1","COL2","COL3")

row.names <- c("ROW1","ROW2","ROW3")

matrix.names <- c("Matrix1","Matrix2")

# Take these vectors as input to the array.

result <- array(c(vector1,vector2),dim = c(3,3,2),dimnames = list(column.names,row.names,

matrix.names))

print(result)

When we execute the above code, it produces the following result −

, , Matrix1

ROW1 ROW2 ROW3

COL1 5 10 13

COL2 9 11 14

COL3 3 12 15

, , Matrix2

ROW1 ROW2 ROW3

COL1 5 10 13

COL2 9 11 14

COL3 3 12 15

## Accessing Array Elements

# Create two vectors of different lengths.

vector1 <- c(5,9,3)

vector2 <- c(10,11,12,13,14,15)

column.names <- c("COL1","COL2","COL3")

row.names <- c("ROW1","ROW2","ROW3")

matrix.names <- c("Matrix1","Matrix2")

# Take these vectors as input to the array.

result <- array(c(vector1,vector2),dim = c(3,3,2),dimnames = list(column.names,

row.names, matrix.names))

# Print the third row of the second matrix of the array.

print(result[3,,2])

# Print the element in the 1st row and 3rd column of the 1st matrix.

print(result[1,3,1])

# Print the 2nd Matrix.

print(result[,,2])

When we execute the above code, it produces the following result −

ROW1 ROW2 ROW3

3 12 15

[1] 13

ROW1 ROW2 ROW3

COL1 5 10 13

COL2 9 11 14

COL3 3 12 15

## Manipulating Array Elements

As array is made up matrices in multiple dimensions, the operations on elements of array are carried out by accessing elements of the matrices.

# Create two vectors of different lengths.

vector1 <- c(5,9,3)

vector2 <- c(10,11,12,13,14,15)

# Take these vectors as input to the array.

array1 <- array(c(vector1,vector2),dim = c(3,3,2))

# Create two vectors of different lengths.

vector3 <- c(9,1,0)

vector4 <- c(6,0,11,3,14,1,2,6,9)

array2 <- array(c(vector1,vector2),dim = c(3,3,2))

# create matrices from these arrays.

matrix1 <- array1[,,2]

matrix2 <- array2[,,2]

# Add the matrices.

result <- matrix1+matrix2

print(result)

When we execute the above code, it produces the following result −

[,1] [,2] [,3]

[1,] 10 20 26

[2,] 18 22 28

[3,] 6 24 30

## Calculations Across Array Elements

We can do calculations across the elements in an array using the **apply()**function.

### Syntax

apply(x, margin, fun)

Following is the description of the parameters used −

* **x** is an array.
* **margin** is the name of the data set used.
* **fun** is the function to be applied across the elements of the array.

### Example

We use the apply() function below to calculate the sum of the elements in the rows of an array across all the matrices.

# Create two vectors of different lengths.

vector1 <- c(5,9,3)

vector2 <- c(10,11,12,13,14,15)

# Take these vectors as input to the array.

new.array <- array(c(vector1,vector2),dim = c(3,3,2))

print(new.array)

# Use apply to calculate the sum of the rows across all the matrices.

result <- apply(new.array, c(1), sum)

print(result)

When we execute the above code, it produces the following result −

, , 1

[,1] [,2] [,3]

[1,] 5 10 13

[2,] 9 11 14

[3,] 3 12 15

, , 2

[,1] [,2] [,3]

[1,] 5 10 13

[2,] 9 11 14

[3,] 3 12 15

[1] 56 68 60

# R - Factors

Factors are the data objects which are used to categorize the data and store it as levels. They can store both strings and integers. They are useful in the columns which have a limited number of unique values. Like "Male, "Female" and True, False etc. They are useful in data analysis for statistical modeling.

Factors are created using the **factor ()** function by taking a vector as input.

## Example

# Create a vector as input.

data <- c("East","West","East","North","North","East","West","West","West","East","North")

print(data)

print(is.factor(data))

# Apply the factor function.

factor\_data <- factor(data)

print(factor\_data)

print(is.factor(factor\_data))

When we execute the above code, it produces the following result −

[1] "East" "West" "East" "North" "North" "East" "West" "West" "West" "East" "North"

[1] FALSE

[1] East West East North North East West West West East North

Levels: East North West

[1] TRUE

## Factors in Data Frame

On creating any data frame with a column of text data, R treats the text column as categorical data and creates factors on it.

# Create the vectors for data frame.

height <- c(132,151,162,139,166,147,122)

weight <- c(48,49,66,53,67,52,40)

gender <- c("male","male","female","female","male","female","male")

# Create the data frame.

input\_data <- data.frame(height,weight,gender)

print(input\_data)

# Test if the gender column is a factor.

print(is.factor(input\_data$gender))

# Print the gender column so see the levels.

print(input\_data$gender)

When we execute the above code, it produces the following result −

height weight gender

1 132 48 male

2 151 49 male

3 162 66 female

4 139 53 female

5 166 67 male

6 147 52 female

7 122 40 male

[1] TRUE

[1] male male female female male female male

Levels: female male

## Changing the Order of Levels

The order of the levels in a factor can be changed by applying the factor function again with new order of the levels.

data <- c("East","West","East","North","North","East","West","West","West","East","North")

# Create the factors

factor\_data <- factor(data)

print(factor\_data)

# Apply the factor function with required order of the level.

new\_order\_data <- factor(factor\_data,levels = c("East","West","North"))

print(new\_order\_data)

When we execute the above code, it produces the following result −

[1] East West East North North East West West West East North

Levels: East North West

[1] East West East North North East West West West East North

Levels: East West North

## Generating Factor Levels

We can generate factor levels by using the **gl()** function. It takes two integers as input which indicates how many levels and how many times each level.

### Syntax

gl(n, k, labels)

Following is the description of the parameters used −

* **n** is a integer giving the number of levels.
* **k** is a integer giving the number of replications.
* **labels** is a vector of labels for the resulting factor levels.

### Example

v <- gl(3, 4, labels = c("Tampa", "Seattle","Boston"))

print(v)

When we execute the above code, it produces the following result −

Tampa Tampa Tampa Tampa Seattle Seattle Seattle Seattle Boston

[10] Boston Boston Boston

Levels: Tampa Seattle Boston

# R - Data Frames

A data frame is a table or a two-dimensional array-like structure in which each column contains values of one variable and each row contains one set of values from each column.

Following are the characteristics of a data frame.

* The column names should be non-empty.
* The row names should be unique.
* The data stored in a data frame can be of numeric, factor or character type.
* Each column should contain same number of data items.

## Create Data Frame

# Create the data frame.

emp.data <- data.frame(

emp\_id = c (1:5),

emp\_name = c("Rick","Dan","Michelle","Ryan","Gary"),

salary = c(623.3,515.2,611.0,729.0,843.25),

start\_date = as.Date(c("2012-01-01", "2013-09-23", "2014-11-15", "2014-05-11",

"2015-03-27")),

stringsAsFactors = FALSE

)

# Print the data frame.

print(emp.data)

When we execute the above code, it produces the following result −

emp\_id emp\_name salary start\_date

1 1 Rick 623.30 2012-01-01

2 2 Dan 515.20 2013-09-23

3 3 Michelle 611.00 2014-11-15

4 4 Ryan 729.00 2014-05-11

5 5 Gary 843.25 2015-03-27

## Get the Structure of the Data Frame

The structure of the data frame can be seen by using **str()** function.

# Create the data frame.

emp.data <- data.frame(

emp\_id = c (1:5),

emp\_name = c("Rick","Dan","Michelle","Ryan","Gary"),

salary = c(623.3,515.2,611.0,729.0,843.25),

start\_date = as.Date(c("2012-01-01", "2013-09-23", "2014-11-15", "2014-05-11",

"2015-03-27")),

stringsAsFactors = FALSE

)

# Get the structure of the data frame.

str(emp.data)

When we execute the above code, it produces the following result −

'data.frame': 5 obs. of 4 variables:

$ emp\_id : int 1 2 3 4 5

$ emp\_name : chr "Rick" "Dan" "Michelle" "Ryan" ...

$ salary : num 623 515 611 729 843

$ start\_date: Date, format: "2012-01-01" "2013-09-23" "2014-11-15" "2014-05-11" ...

## Summary of Data in Data Frame

The statistical summary and nature of the data can be obtained by applying**summary()** function.

# Create the data frame.

emp.data <- data.frame(

emp\_id = c (1:5),

emp\_name = c("Rick","Dan","Michelle","Ryan","Gary"),

salary = c(623.3,515.2,611.0,729.0,843.25),

start\_date = as.Date(c("2012-01-01", "2013-09-23", "2014-11-15", "2014-05-11",

"2015-03-27")),

stringsAsFactors = FALSE

)

# Print the summary.

print(summary(emp.data))

When we execute the above code, it produces the following result −

emp\_id emp\_name salary start\_date

Min. :1 Length:5 Min. :515.2 Min. :2012-01-01

1st Qu.:2 Class :character 1st Qu.:611.0 1st Qu.:2013-09-23

Median :3 Mode :character Median :623.3 Median :2014-05-11

Mean :3 Mean :664.4 Mean :2014-01-14

3rd Qu.:4 3rd Qu.:729.0 3rd Qu.:2014-11-15

Max. :5 Max. :843.2 Max. :2015-03-27

## Extract Data from Data Frame

Extract specific column from a data frame using column name.

# Create the data frame.

emp.data <- data.frame(

emp\_id = c (1:5),

emp\_name = c("Rick","Dan","Michelle","Ryan","Gary"),

salary = c(623.3,515.2,611.0,729.0,843.25),

start\_date = as.Date(c("2012-01-01","2013-09-23","2014-11-15","2014-05-11",

"2015-03-27")),

stringsAsFactors = FALSE

)

# Extract Specific columns.

result <- data.frame(emp.data$emp\_name,emp.data$salary)

print(result)

When we execute the above code, it produces the following result −

emp.data.emp\_name emp.data.salary

1 Rick 623.30

2 Dan 515.20

3 Michelle 611.00

4 Ryan 729.00

5 Gary 843.25

Extract the first two rows and then all columns

# Create the data frame.

emp.data <- data.frame(

emp\_id = c (1:5),

emp\_name = c("Rick","Dan","Michelle","Ryan","Gary"),

salary = c(623.3,515.2,611.0,729.0,843.25),

start\_date = as.Date(c("2012-01-01", "2013-09-23", "2014-11-15", "2014-05-11",

"2015-03-27")),

stringsAsFactors = FALSE

)

# Extract first two rows.

result <- emp.data[1:2,]

print(result)

When we execute the above code, it produces the following result −

emp\_id emp\_name salary start\_date

1 1 Rick 623.3 2012-01-01

2 2 Dan 515.2 2013-09-23

Extract 3rd and 5th row with 2nd and 4th column

# Create the data frame.

emp.data <- data.frame(

emp\_id = c (1:5),

emp\_name = c("Rick","Dan","Michelle","Ryan","Gary"),

salary = c(623.3,515.2,611.0,729.0,843.25),

start\_date = as.Date(c("2012-01-01", "2013-09-23", "2014-11-15", "2014-05-11",

"2015-03-27")),

stringsAsFactors = FALSE

)

# Extract 3rd and 5th row with 2nd and 4th column.

result <- emp.data[c(3,5),c(2,4)]

print(result)

When we execute the above code, it produces the following result −

emp\_name start\_date

3 Michelle 2014-11-15

5 Gary 2015-03-27

## Expand Data Frame

A data frame can be expanded by adding columns and rows.

### Add Column

Just add the column vector using a new column name.

# Create the data frame.

emp.data <- data.frame(

emp\_id = c (1:5),

emp\_name = c("Rick","Dan","Michelle","Ryan","Gary"),

salary = c(623.3,515.2,611.0,729.0,843.25),

start\_date = as.Date(c("2012-01-01", "2013-09-23", "2014-11-15", "2014-05-11",

"2015-03-27")),

stringsAsFactors = FALSE

)

# Add the "dept" coulmn.

emp.data$dept <- c("IT","Operations","IT","HR","Finance")

v <- emp.data

print(v)

When we execute the above code, it produces the following result −

emp\_id emp\_name salary start\_date dept

1 1 Rick 623.30 2012-01-01 IT

2 2 Dan 515.20 2013-09-23 Operations

3 3 Michelle 611.00 2014-11-15 IT

4 4 Ryan 729.00 2014-05-11 HR

5 5 Gary 843.25 2015-03-27 Finance

### Add Row

To add more rows permanently to an existing data frame, we need to bring in the new rows in the same structure as the existing data frame and use the**rbind()** function.

In the example below we create a data frame with new rows and merge it with the existing data frame to create the final data frame.

# Create the first data frame.

emp.data <- data.frame(

emp\_id = c (1:5),

emp\_name = c("Rick","Dan","Michelle","Ryan","Gary"),

salary = c(623.3,515.2,611.0,729.0,843.25),

start\_date = as.Date(c("2012-01-01", "2013-09-23", "2014-11-15", "2014-05-11",

"2015-03-27")),

dept = c("IT","Operations","IT","HR","Finance"),

stringsAsFactors = FALSE

)

# Create the second data frame

emp.newdata <- data.frame(

emp\_id = c (6:8),

emp\_name = c("Rasmi","Pranab","Tusar"),

salary = c(578.0,722.5,632.8),

start\_date = as.Date(c("2013-05-21","2013-07-30","2014-06-17")),

dept = c("IT","Operations","Fianance"),

stringsAsFactors = FALSE

)

# Bind the two data frames.

emp.finaldata <- rbind(emp.data,emp.newdata)

print(emp.finaldata)

When we execute the above code, it produces the following result −

emp\_id emp\_name salary start\_date dept

1 1 Rick 623.30 2012-01-01 IT

2 2 Dan 515.20 2013-09-23 Operations

3 3 Michelle 611.00 2014-11-15 IT

4 4 Ryan 729.00 2014-05-11 HR

5 5 Gary 843.25 2015-03-27 Finance

6 6 Rasmi 578.00 2013-05-21 IT

7 7 Pranab 722.50 2013-07-30 Operations

8 8 Tusar 632.80 2014-06-17 Fianance

# R - Packages

R packages are a collection of R functions, complied code and sample data. They are stored under a directory called **"library"** in the R environment. By default, R installs a set of packages during installation. More packages are added later, when they are needed for some specific purpose. When we start the R console, only the default packages are available by default. Other packages which are already installed have to be loaded explicitly to be used by the R program that is going to use them.

All the packages available in R language are listed at [R Packages.](https://cran.r-project.org/web/packages/available_packages_by_name.html)

Below is a list of commands to be used to check, verify and use the R packages.

## Check Available R Packages

Get library locations containing R packages

.libPaths()

When we execute the above code, it produces the following result. It may vary depending on the local settings of your pc.

[2] "C:/Program Files/R/R-3.2.2/library"

## Get the list of all the packages installed

library()

When we execute the above code, it produces the following result. It may vary depending on the local settings of your pc.

Packages in library ‘C:/Program Files/R/R-3.2.2/library’:

base The R Base Package

boot Bootstrap Functions (Originally by Angelo Canty

for S)

class Functions for Classification

cluster "Finding Groups in Data": Cluster Analysis

Extended Rousseeuw et al.

codetools Code Analysis Tools for R

compiler The R Compiler Package

Get all packages currently loaded in the R environment

search()

When we execute the above code, it produces the following result. It may vary depending on the local settings of your pc.

[1] ".GlobalEnv" "package:stats" "package:graphics"

[4] "package:grDevices" "package:utils" "package:datasets"

[7] "package:methods" "Autoloads" "package:base"

## Install a New Package

There are two ways to add new R packages. One is installing directly from the CRAN directory and another is downloading the package to your local system and installing it manually.

## Install directly from CRAN

The following command gets the packages directly from CRAN webpage and installs the package in the R environment. You may be prompted to choose a nearest mirror. Choose the one appropriate to your location.

install.packages("Package Name")

# Install the package named "XML".

install.packages("XML")

## Install package manually

Go to the link [R Packages](https://cran.r-project.org/web/packages/available_packages_by_name.html) to download the package needed. Save the package as a **.zip** file in a suitable location in the local system.

Now you can run the following command to install this package in the R environment.

install.packages(file\_name\_with\_path, repos = NULL, type = "source")

# Install the package named "XML"

install.packages("E:/XML\_3.98-1.3.zip", repos = NULL, type = "source")

## Load Package to Library

Before a package can be used in the code, it must be loaded to the current R environment. You also need to load a package that is already installed previously but not available in the current environment.

A package is loaded using the following command −

library("package Name", lib.loc = "path to library")

# Load the package named "XML"

install.packages("E:/XML\_3.98-1.3.zip", repos = NULL, type = "source")

# R - Data Reshaping

Data Reshaping in R is about changing the way data is organized into rows and columns. Most of the time data processing in R is done by taking the input data as a data frame. It is easy to extract data from the rows and columns of a data frame but there are situations when we need the data frame in a format that is different from format in which we received it. R has many functions to split, merge and change the rows to columns and vice-versa in a data frame.

## Joining Columns and Rows in a Data Frame

We can join multiple vectors to create a data frame using the **cbind()**function. Also we can merge two data frames using **rbind()** function.

# Create vector objects.

city <- c("Tampa","Seattle","Hartford","Denver")

state <- c("FL","WA","CT","CO")

zipcode <- c(33602,98104,06161,80294)

# Combine above three vectors into one data frame.

addresses <- cbind(city,state,zipcode)

# Print a header.

cat("# # # # The First data frame\n")

# Print the data frame.

print(addresses)

# Create another data frame with similar columns

new.address <- data.frame(

city = c("Lowry","Charlotte"),

state = c("CO","FL"),

zipcode = c("80230","33949"),

stringsAsFactors = FALSE

)

# Print a header.

cat("# # # The Second data frame\n")

# Print the data frame.

print(new.address)

# Combine rows form both the data frames.

all.addresses <- rbind(addresses,new.address)

# Print a header.

cat("# # # The combined data frame\n")

# Print the result.

print(all.addresses)

When we execute the above code, it produces the following result −

# # # # The First data frame

city state zipcode

[1,] "Tampa" "FL" "33602"

[2,] "Seattle" "WA" "98104"

[3,] "Hartford" "CT" "6161"

[4,] "Denver" "CO" "80294"

# # # The Second data frame

city state zipcode

1 Lowry CO 80230

2 Charlotte FL 33949

# # # The combined data frame

city state zipcode

1 Tampa FL 33602

2 Seattle WA 98104

3 Hartford CT 6161

4 Denver CO 80294

5 Lowry CO 80230

6 Charlotte FL 33949

## Merging Data Frames

We can merge two data frames by using the **merge()** function. The data frames must have same column names on which the merging happens.

In the example below, we consider the data sets about Diabetes in Pima Indian Women available in the library names "MASS". we merge the two data sets based on the values of blood pressure("bp") and body mass index("bmi"). On choosing these two columns for merging, the records where values of these two variables match in both data sets are combined together to form a single data frame.

library(MASS)

merged.Pima <- merge(x = Pima.te, y = Pima.tr,

by.x = c("bp", "bmi"),

by.y = c("bp", "bmi")

)

print(merged.Pima)

nrow(merged.Pima)

When we execute the above code, it produces the following result −

bp bmi npreg.x glu.x skin.x ped.x age.x type.x npreg.y glu.y skin.y ped.y

1 60 33.8 1 117 23 0.466 27 No 2 125 20 0.088

2 64 29.7 2 75 24 0.370 33 No 2 100 23 0.368

3 64 31.2 5 189 33 0.583 29 Yes 3 158 13 0.295

4 64 33.2 4 117 27 0.230 24 No 1 96 27 0.289

5 66 38.1 3 115 39 0.150 28 No 1 114 36 0.289

6 68 38.5 2 100 25 0.324 26 No 7 129 49 0.439

7 70 27.4 1 116 28 0.204 21 No 0 124 20 0.254

8 70 33.1 4 91 32 0.446 22 No 9 123 44 0.374

9 70 35.4 9 124 33 0.282 34 No 6 134 23 0.542

10 72 25.6 1 157 21 0.123 24 No 4 99 17 0.294

11 72 37.7 5 95 33 0.370 27 No 6 103 32 0.324

12 74 25.9 9 134 33 0.460 81 No 8 126 38 0.162

13 74 25.9 1 95 21 0.673 36 No 8 126 38 0.162

14 78 27.6 5 88 30 0.258 37 No 6 125 31 0.565

15 78 27.6 10 122 31 0.512 45 No 6 125 31 0.565

16 78 39.4 2 112 50 0.175 24 No 4 112 40 0.236

17 88 34.5 1 117 24 0.403 40 Yes 4 127 11 0.598

age.y type.y

1 31 No

2 21 No

3 24 No

4 21 No

5 21 No

6 43 Yes

7 36 Yes

8 40 No

9 29 Yes

10 28 No

11 55 No

12 39 No

13 39 No

14 49 Yes

15 49 Yes

16 38 No

17 28 No

[1] 17

## Melting and Casting

One of the most interesting aspects of R programming is about changing the shape of the data in multiple steps to get a desired shape. The functions used to do this are called **melt()** and **cast()**.

We consider the dataset called ships present in the library called "MASS".

library(MASS)

print(ships)

When we execute the above code, it produces the following result −

type year period service incidents

1 A 60 60 127 0

2 A 60 75 63 0

3 A 65 60 1095 3

4 A 65 75 1095 4

5 A 70 60 1512 6

.............

.............

8 A 75 75 2244 11

9 B 60 60 44882 39

10 B 60 75 17176 29

11 B 65 60 28609 58

............

............

17 C 60 60 1179 1

18 C 60 75 552 1

19 C 65 60 781 0

............

............

## Melt the Data

Now we melt the data to organize it, converting all columns other than type and year into multiple rows.

molten.ships <- melt(ships, id = c("type","year"))

print(molten.ships)

When we execute the above code, it produces the following result −

type year variable value

1 A 60 period 60

2 A 60 period 75

3 A 65 period 60

4 A 65 period 75

............

............

9 B 60 period 60

10 B 60 period 75

11 B 65 period 60

12 B 65 period 75

13 B 70 period 60

...........

...........

41 A 60 service 127

42 A 60 service 63

43 A 65 service 1095

...........

...........

70 D 70 service 1208

71 D 75 service 0

72 D 75 service 2051

73 E 60 service 45

74 E 60 service 0

75 E 65 service 789

...........

...........

101 C 70 incidents 6

102 C 70 incidents 2

103 C 75 incidents 0

104 C 75 incidents 1

105 D 60 incidents 0

106 D 60 incidents 0

...........

...........

## Cast the Molten Data

We can cast the molten data into a new form where the aggregate of each type of ship for each year is created. It is done using the **cast()** function.

recasted.ship <- cast(molten.ships, type+year~variable,sum)

print(recasted.ship)

When we execute the above code, it produces the following result −

type year period service incidents

1 A 60 135 190 0

2 A 65 135 2190 7

3 A 70 135 4865 24

4 A 75 135 2244 11

5 B 60 135 62058 68

6 B 65 135 48979 111

7 B 70 135 20163 56

8 B 75 135 7117 18

9 C 60 135 1731 2

10 C 65 135 1457 1

11 C 70 135 2731 8

12 C 75 135 274 1

13 D 60 135 356 0

14 D 65 135 480 0

15 D 70 135 1557 13

16 D 75 135 2051 4

17 E 60 135 45 0

18 E 65 135 1226 14

19 E 70 135 3318 17

20 E 75 135 542 1

# R - CSV Files

In R, we can read data from files stored outside the R environment. We can also write data into files which will be stored and accessed by the operating system. R can read and write into various file formats like csv, excel, xml etc.

In this chapter we will learn to read data from a csv file and then write data into a csv file. The file should be present in current working directory so that R can read it. Of course we can also set our own directory and read files from there.

## Getting and Setting the Working Directory

You can check which directory the R workspace is pointing to using the**getwd()** function. You can also set a new working directory using**setwd()**function.

# Get and print current working directory.

print(getwd())

# Set current working directory.

setwd("/web/com")

# Get and print current working directory.

print(getwd())

When we execute the above code, it produces the following result −

[1] "/web/com/1441086124\_2016"

[1] "/web/com"

This result depends on your OS and your current directory where you are working.

## Input as CSV File

The csv file is a text file in which the values in the columns are separated by a comma. Let's consider the following data present in the file named **input.csv**.

You can create this file using windows notepad by copying and pasting this data. Save the file as **input.csv** using the save As All files(\*.\*) option in notepad.

id,name,salary,start\_date,dept

1,Rick,623.3,2012-01-01,IT

2,Dan,515.2,2013-09-23,Operations

3,Michelle,611,2014-11-15,IT

4,Ryan,729,2014-05-11,HR

,Gary,843.25,2015-03-27,Finance

6,Nina,578,2013-05-21,IT

7,Simon,632.8,2013-07-30,Operations

8,Guru,722.5,2014-06-17,Finance

## Reading a CSV File

Following is a simple example of **read.csv()** function to read a CSV file available in your current working directory −

data <- read.csv("input.csv")

print(data)

When we execute the above code, it produces the following result −

id, name, salary, start\_date, dept

1 1 Rick 623.30 2012-01-01 IT

2 2 Dan 515.20 2013-09-23 Operations

3 3 Michelle 611.00 2014-11-15 IT

4 4 Ryan 729.00 2014-05-11 HR

5 NA Gary 843.25 2015-03-27 Finance

6 6 Nina 578.00 2013-05-21 IT

7 7 Simon 632.80 2013-07-30 Operations

8 8 Guru 722.50 2014-06-17 Finance

## Analyzing the CSV File

By default the **read.csv()** function gives the output as a data frame. This can be easily checked as follows. Also we can check the number of columns and rows.

data <- read.csv("input.csv")

print(is.data.frame(data))

print(ncol(data))

print(nrow(data))

When we execute the above code, it produces the following result −

[1] TRUE

[1] 5

[1] 8

Once we read data in a data frame, we can apply all the functions applicable to data frames as explained in subsequent section.

### Get the maximum salary

# Create a data frame.

data <- read.csv("input.csv")

# Get the max salary from data frame.

sal <- max(data$salary)

print(sal)

When we execute the above code, it produces the following result −

[1] 843.25

### Get the details of the person with max salary

We can fetch rows meeting specific filter criteria similar to a SQL where clause.

# Create a data frame.

data <- read.csv("input.csv")

# Get the max salary from data frame.

sal <- max(data$salary)

# Get the person detail having max salary.

retval <- subset(data, salary == max(salary))

print(retval)

When we execute the above code, it produces the following result −

id name salary start\_date dept

5 NA Gary 843.25 2015-03-27 Finance

### Get all the people working in IT department

# Create a data frame.

data <- read.csv("input.csv")

retval <- subset( data, dept == "IT")

print(retval)

When we execute the above code, it produces the following result −

id name salary start\_date dept

1 1 Rick 623.3 2012-01-01 IT

3 3 Michelle 611.0 2014-11-15 IT

6 6 Nina 578.0 2013-05-21 IT

### Get the persons in IT department whose salary is greater than 600

# Create a data frame.

data <- read.csv("input.csv")

info <- subset(data, salary > 600 & dept == "IT")

print(info)

When we execute the above code, it produces the following result −

id name salary start\_date dept

1 1 Rick 623.3 2012-01-01 IT

3 3 Michelle 611.0 2014-11-15 IT

### Get the people who joined on or after 2014

# Create a data frame.

data <- read.csv("input.csv")

retval <- subset(data, as.Date(start\_date) > as.Date("2014-01-01"))

print(retval)

When we execute the above code, it produces the following result −

id name salary start\_date dept

3 3 Michelle 611.00 2014-11-15 IT

4 4 Ryan 729.00 2014-05-11 HR

5 NA Gary 843.25 2015-03-27 Finance

8 8 Guru 722.50 2014-06-17 Finance

## Writing into a CSV File

R can create csv file form existing data frame. The **write.csv()** function is used to create the csv file. This file gets created in the working directory.

# Create a data frame.

data <- read.csv("input.csv")

retval <- subset(data, as.Date(start\_date) > as.Date("2014-01-01"))

# Write filtered data into a new file.

write.csv(retval,"output.csv")

newdata <- read.csv("output.csv")

print(newdata)

When we execute the above code, it produces the following result −

X id name salary start\_date dept

1 3 3 Michelle 611.00 2014-11-15 IT

2 4 4 Ryan 729.00 2014-05-11 HR

3 5 NA Gary 843.25 2015-03-27 Finance

4 8 8 Guru 722.50 2014-06-17 Finance

Here the column X comes from the data set newper. This can be dropped using additional parameters while writing the file.

# Create a data frame.

data <- read.csv("input.csv")

retval <- subset(data, as.Date(start\_date) > as.Date("2014-01-01"))

# Write filtered data into a new file.

write.csv(retval,"output.csv", row.names = FALSE)

newdata <- read.csv("output.csv")

print(newdata)

When we execute the above code, it produces the following result −

id name salary start\_date dept

1 3 Michelle 611.00 2014-11-15 IT

2 4 Ryan 729.00 2014-05-11 HR

3 NA Gary 843.25 2015-03-27 Finance

4 8 Guru 722.50 2014-06-17 Finance

# Excel File

Microsoft Excel is the most widely used spreadsheet program which stores data in the .xls or .xlsx format. R can read directly from these files using some excel specific packages. Few such packages are - XLConnect, xlsx, gdata etc. We will be using xlsx package. R can also write into excel file using this package.

## Install xlsx Package

You can use the following command in the R console to install the "xlsx" package. It may ask to install some additional packages on which this package is dependent. Follow the same command with required package name to install the additional packages.

install.packages("xlsx")

## Verify and Load the "xlsx" Package

Use the following command to verify and load the "xlsx" package.

# Verify the package is installed.

any(grepl("xlsx",installed.packages()))

# Load the library into R workspace.

library("xlsx")

When the script is run we get the following output.

[1] TRUE

Loading required package: rJava

Loading required package: methods

Loading required package: xlsxjars

## Input as xlsx File

Open Microsoft excel. Copy and paste the following data in the work sheet named as sheet1.

id name salary start\_date dept

1 Rick 623.3 1/1/2012 IT

2 Dan 515.2 9/23/2013 Operations

3 Michelle 611 11/15/2014 IT

4 Ryan 729 5/11/2014 HR

5 Gary 843.25 3/27/2015 Finance

6 Nina 578 5/21/2013 IT

7 Simon 632.8 7/30/2013 Operations

8 Guru 722.5 6/17/2014 Finance

Also copy and paste the following data to another worksheet and rename this worksheet to "city".

name city

Rick Seattle

Dan Tampa

Michelle Chicago

Ryan Seattle

Gary Houston

Nina Boston

Simon Mumbai

Guru Dallas

Save the Excel file as "input.xlsx". You should save it in the current working directory of the R workspace.

## Reading the Excel File

The input.xlsx is read by using the **read.xlsx()** function as shown below. The result is stored as a data frame in the R environment.

# Read the first worksheet in the file input.xlsx.

data <- read.xlsx("input.xlsx", sheetIndex = 1)

print(data)

When we execute the above code, it produces the following result −

id, name, salary, start\_date, dept

1 1 Rick 623.30 2012-01-01 IT

2 2 Dan 515.20 2013-09-23 Operations

3 3 Michelle 611.00 2014-11-15 IT

4 4 Ryan 729.00 2014-05-11 HR

5 NA Gary 843.25 2015-03-27 Finance

6 6 Nina 578.00 2013-05-21 IT

7 7 Simon 632.80 2013-07-30 Operations

8 8 Guru 722.50 2014-06-17 Finance

# R - Pie Charts

R Programming language has numerous libraries to create charts and graphs. A pie-chart is a representation of values as slices of a circle with different colors. The slices are labeled and the numbers corresponding to each slice is also represented in the chart.

In R the pie chart is created using the **pie()** function which takes positive numbers as a vector input. The additional parameters are used to control labels, color, title etc.

## Syntax

The basic syntax for creating a pie-chart using the R is −

pie(x, labels, radius, main, col, clockwise)

Following is the description of the parameters used −

* **x** is a vector containing the numeric values used in the pie chart.
* **labels** is used to give description to the slices.
* **radius** indicates the radius of the circle of the pie chart.(value between −1 and +1).
* **main** indicates the title of the chart.
* **col** indicates the color palette.
* **clockwise** is a logical value indicating if the slices are drawn clockwise or anti clockwise.

## Example

A very simple pie-chart is created using just the input vector and labels. The below script will create and save the pie chart in the current R working directory.

# Create data for the graph.

x <- c(21, 62, 10, 53)

labels <- c("London", "New York", "Singapore", "Mumbai")

# Give the chart file a name.

png(file = "city.jpg")

# Plot the chart.

pie(x,labels)

# Save the file.

dev.off()

When we execute the above code, it produces the following result −
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## Pie Chart Title and Colors

We can expand the features of the chart by adding more parameters to the function. We will use parameter **main** to add a title to the chart and another parameter is **col** which will make use of rainbow colour pallet while drawing the chart. The length of the pallet should be same as the number of values we have for the chart. Hence we use length(x).

## Example

The below script will create and save the pie chart in the current R working directory.

# Create data for the graph.

x <- c(21, 62, 10, 53)

labels <- c("London", "New York", "Singapore", "Mumbai")

# Give the chart file a name.

png(file = "city\_title\_colours.jpg")

# Plot the chart with title and rainbow color pallet.

pie(x, labels, main = "City pie chart", col = rainbow(length(x)))

# Save the file.

dev.off()

When we execute the above code, it produces the following result −

![Pie-chart with title and colours](data:image/png;base64,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)

## Slice Percentages and Chart Legend

We can add slice percentage and a chart legend by creating additional chart variables.

# Create data for the graph.

x <- c(21, 62, 10,53)

labels <- c("London","New York","Singapore","Mumbai")

piepercent<- round(100\*x/sum(x), 1)

# Give the chart file a name.

png(file = "city\_percentage\_legends.jpg")

# Plot the chart.

pie(x, labels = piepercent, main = "City pie chart",col = rainbow(length(x)))

legend("topright", c("London","New York","Singapore","Mumbai"), cex = 0.8,

fill = rainbow(length(x)))

# Save the file.

dev.off()

When we execute the above code, it produces the following result −
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## 3D Pie Chart

A pie chart with 3 dimensions can be drawn using additional packages. The package **plotrix** has a function called **pie3D()** that is used for this.

# Get the library.

library(plotrix)

# Create data for the graph.

x <- c(21, 62, 10,53)

lbl <- c("London","New York","Singapore","Mumbai")

# Give the chart file a name.

png(file = "3d\_pie\_chart.jpg")

# Plot the chart.

pie3D(x,labels = lbl,explode = 0.1, main = "Pie Chart of Countries ")

# Save the file.

dev.off()

When we execute the above code, it produces the following result −
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# R - Bar Charts

A bar chart represents data in rectangular bars with length of the bar proportional to the value of the variable. R uses the function **barplot()** to create bar charts. R can draw both vertical and horizontal bars in the bar chart. In bar chart each of the bars can be given different colors.

## Syntax

The basic syntax to create a bar-chart in R is −

barplot(H, xlab, ylab, main, names.arg, col)

Following is the description of the parameters used −

* **H** is a vector or matrix containing numeric values used in bar chart.
* **xlab** is the label for x axis.
* **ylab** is the label for y axis.
* **main** is the title of the bar chart.
* **names.arg** is a vector of names appearing under each bar.
* **col** is used to give colors to the bars in the graph.

## Example

A simple bar chart is created using just the input vector and the name of each bar.

The below script will create and save the bar chart in the current R working directory.

# Create the data for the chart.

H <- c(7,12,28,3,41)

# Give the chart file a name.

png(file = "barchart.png")

# Plot the bar chart.

barplot(H)

# Save the file.

dev.off()

When we execute the above code, it produces the following result −

![Bar Chart using R](data:image/png;base64,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)

## Bar Chart Labels, Title and Colors

The features of the bar chart can be expanded by adding more parameters. The**main** parameter is used to add **title**. The **col** parameter is used to add colors to the bars. The **args.name** is a vector having same number of values as the input vector to describe the meaning of each bar.

## Example

The following script will create and save the bar chart in the current R working directory.

# Create the data for the chart.

H <- c(7,12,28,3,41)

M <- c("Mar","Apr","May","Jun","Jul")

# Give the chart file a name.

png(file = "barchart\_months\_revenue.png")

# Plot the bar chart.

barplot(H,names.arg = M,xlab = "Month",ylab = "Revenue",col = "blue",

main = "Revenue chart",border = "red")

# Save the file.

dev.off()

When we execute the above code, it produces the following result −

![Bar Chart with title using R](data:image/png;base64,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)

## Group Bar Chart and Stacked Bar Chart

We can create bar chart with groups of bars and stacks in each bar by using a matrix as input values.

More than two variables are represented as a matrix which is used to create the group bar chart and stacked bar chart.

# Create the input vectors.

colors <- c("green","orange","brown")

months <- c("Mar","Apr","May","Jun","Jul")

regions <- c("East","West","North")

# Create the matrix of the values.

Values <- matrix(c(2,9,3,11,9,4,8,7,3,12,5,2,8,10,11),nrow = 3,ncol = 5,byrow = TRUE)

# Give the chart file a name.

png(file = "barchart\_stacked.png")

# Create the bar chart.

barplot(Values,main = "total revenue",names.arg = months,xlab = "month",ylab = "revenue",

col = colors)

# Add the legend to the chart.

legend("topleft", regions, cex = 1.3, fill = colors)

# Save the file.

dev.off()

![ Stacked Bar Chart using R](data:image/png;base64,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)

# R - Line Graphs

A line chart is a graph that connects a series of points by drawing line segments between them. These points are ordered in one of their coordinate (usually the x-coordinate) value. Line charts are usually used in identifying the trends in data.

The **plot()** function in R is used to create the line graph.

## Syntax

The basic syntax to create a line chart in R is −

plot(v,type,col,xlab,ylab)

Following is the description of the parameters used −

* **v** is a vector containing the numeric values.
* **type** takes the value "p" to draw only the points, "i" to draw only the lines and "o" to draw both points and lines.
* **xlab** is the label for x axis.
* **ylab** is the label for y axis.
* **main** is the Title of the chart.
* **col** is used to give colors to both the points and lines.

## Example

A simple line chart is created using the input vector and the type parameter as "O". The below script will create and save a line chart in the current R working directory.

# Create the data for the chart.

v <- c(7,12,28,3,41)

# Give the chart file a name.

png(file = "line\_chart.jpg")

# Plot the bar chart.

plot(v,type = "o")

# Save the file.

dev.off()

When we execute the above code, it produces the following result −

![Line Chart using R](data:image/png;base64,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)

## Line Chart Title, Color and Labels

The features of the line chart can be expanded by using additional parameters. We add color to the points and lines, give a title to the chart and add labels to the axes.

## Example

# Create the data for the chart.

v <- c(7,12,28,3,41)

# Give the chart file a name.

png(file = "line\_chart\_label\_colored.jpg")

# Plot the bar chart.

plot(v,type = "o", col = "red", xlab = "Month", ylab = "Rain fall",

main = "Rain fall chart")

# Save the file.

dev.off()

When we execute the above code, it produces the following result −

![Line Chart Labeled with Title in R](data:image/png;base64,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)

## Multiple Lines in a Line Chart

More than one line can be drawn on the same chart by using the**lines()**function.

After the first line is plotted, the lines() function can use an additional vector as input to draw the second line in the chart,

# Create the data for the chart.

v <- c(7,12,28,3,41)

t <- c(14,7,6,19,3)

# Give the chart file a name.

png(file = "line\_chart\_2\_lines.jpg")

# Plot the bar chart.

plot(v,type = "o",col = "red", xlab = "Month", ylab = "Rain fall",

main = "Rain fall chart")

lines(t, type = "o", col = "blue")

# Save the file.

dev.off()

When we execute the above code, it produces the following result −

![Line Chart with multiple lines in R](data:image/png;base64,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)

# R - Histograms

A histogram represents the frequencies of values of a variable bucketed into ranges. Histogram is similar to bar chat but the difference is it groups the values into continuous ranges. Each bar in histogram represents the height of the number of values present in that range.

R creates histogram using **hist()** function. This function takes a vector as an input and uses some more parameters to plot histograms.

## Syntax

The basic syntax for creating a histogram using R is −

hist(v,main,xlab,xlim,ylim,breaks,col,border)

Following is the description of the parameters used −

* **v** is a vector containing numeric values used in histogram.
* **main** indicates title of the chart.
* **col** is used to set color of the bars.
* **border** is used to set border color of each bar.
* **xlab** is used to give description of x-axis.
* **xlim** is used to specify the range of values on the x-axis.
* **ylim** is used to specify the range of values on the y-axis.
* **breaks** is used to mention the width of each bar.

## Example

A simple histogram is created using input vector, label, col and border parameters.

The script given below will create and save the histogram in the current R working directory.

# Create data for the graph.

v <- c(9,13,21,8,36,22,12,41,31,33,19)

# Give the chart file a name.

png(file = "histogram.png")

# Create the histogram.

hist(v,xlab = "Weight",col = "yellow",border = "blue")

# Save the file.

dev.off()

When we execute the above code, it produces the following result −

![Histogram Of V](data:image/png;base64,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)

## Range of X and Y values

To specify the range of values allowed in X axis and Y axis, we can use the xlim and ylim parameters.

The width of each of the bar can be decided by using breaks.

# Create data for the graph.

v <- c(9,13,21,8,36,22,12,41,31,33,19)

# Give the chart file a name.

png(file = "histogram\_lim\_breaks.png")

# Create the histogram.

hist(v,xlab = "Weight",col = "green",border = "red", xlim = c(0,40), ylim = c(0,5),

breaks = 5)

# Save the file.

dev.off()

When we execute the above code, it produces the following result −

![Histogram Line Breaks](data:image/png;base64,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)

# R - Mean, Median & Mode

Statistical analysis in R is performed by using many in-built functions. Most of these functions are part of the R base package. These functions take R vector as an input along with the arguments and give the result.

The functions we are discussing in this chapter are mean, median and mode.

## Mean

It is calculated by taking the sum of the values and dividing with the number of values in a data series.

The function **mean()** is used to calculate this in R.

## Syntax

The basic syntax for calculating mean in R is −

mean(x, trim = 0, na.rm = FALSE, ...)

Following is the description of the parameters used −

* **x** is the input vector.
* **trim** is used to drop some observations from both end of the sorted vector.
* **na.rm** is used to remove the missing values from the input vector.

### Example

# Create a vector.

x <- c(12,7,3,4.2,18,2,54,-21,8,-5)

# Find Mean.

result.mean <- mean(x)

print(result.mean)

When we execute the above code, it produces the following result −

[1] 8.22

## Applying Trim Option

When trim parameter is supplied, the values in the vector get sorted and then the required numbers of observations are dropped from calculating the mean.

When trim = 0.3, 3 values from each end will be dropped from the calculations to find mean.

In this case the sorted vector is (−21, −5, 2, 3, 4.2, 7, 8, 12, 18, 54) and the values removed from the vector for calculating mean are (−21,−5,2) from left and (12,18,54) from right.

# Create a vector.

x <- c(12,7,3,4.2,18,2,54,-21,8,-5)

# Find Mean.

result.mean <- mean(x,trim = 0.3)

print(result.mean)

When we execute the above code, it produces the following result −

[1] 5.55

## Applying NA Option

If there are missing values, then the mean function returns NA.

To drop the missing values from the calculation use na.rm = TRUE. which means remove the NA values.

# Create a vector.

x <- c(12,7,3,4.2,18,2,54,-21,8,-5,NA)

# Find mean.

result.mean <- mean(x)

print(result.mean)

# Find mean dropping NA values.

result.mean <- mean(x,na.rm = TRUE)

print(result.mean)

When we execute the above code, it produces the following result −

[1] NA

[1] 8.22

## Median

The middle most value in a data series is called the median. The **median()**function is used in R to calculate this value.

### Syntax

The basic syntax for calculating median in R is −

median(x, na.rm = FALSE)

Following is the description of the parameters used −

* **x** is the input vector.
* **na.rm** is used to remove the missing values from the input vector.

### Example

# Create the vector.

x <- c(12,7,3,4.2,18,2,54,-21,8,-5)

# Find the median.

median.result <- median(x)

print(median.result)

When we execute the above code, it produces the following result −

[1] 5.6

## Mode

The mode is the value that has highest number of occurrences in a set of data. Unike mean and median, mode can have both numeric and character data.

R does not have a standard in-built function to calculate mode. So we create a user function to calculate mode of a data set in R. This function takes the vector as input and gives the mode value as output.

### Example

# Create the function.

getmode <- function(v) {

uniqv <- unique(v)

uniqv[which.max(tabulate(match(v, uniqv)))]

}

# Create the vector with numbers.

v <- c(2,1,2,3,1,2,3,4,1,5,5,3,2,3)

# Calculate the mode using the user function.

result <- getmode(v)

print(result)

# Create the vector with characters.

charv <- c("o","it","the","it","it")

# Calculate the mode using the user function.

result <- getmode(charv)

print(result)

When we execute the above code, it produces the following result −

[1] 2

[1] "it"

# R - Linear Regression

Regression analysis is a very widely used statistical tool to establish a relationship model between two variables. One of these variable is called predictor variable whose value is gathered through experiments. The other variable is called response variable whose value is derived from the predictor variable.

In Linear Regression these two variables are related through an equation, where exponent (power) of both these variables is 1. Mathematically a linear relationship represents a straight line when plotted as a graph. A non-linear relationship where the exponent of any variable is not equal to 1 creates a curve.

The general mathematical equation for a linear regression is −

y = ax + b

Following is the description of the parameters used −

* **y** is the response variable.
* **x** is the predictor variable.
* **a** and **b** are constants which are called the coefficients.

## Steps to Establish a Regression

A simple example of regression is predicting weight of a person when his height is known. To do this we need to have the relationship between height and weight of a person.

The steps to create the relationship is −

* Carry out the experiment of gathering a sample of observed values of height and corresponding weight.
* Create a relationship model using the **lm()** functions in R.
* Find the coefficients from the model created and create the mathematical equation using these
* Get a summary of the relationship model to know the average error in prediction. Also called **residuals**.
* To predict the weight of new persons, use the **predict()** function in R.

### Input Data

Below is the sample data representing the observations −

# Values of height

151, 174, 138, 186, 128, 136, 179, 163, 152, 131

# Values of weight.

63, 81, 56, 91, 47, 57, 76, 72, 62, 48

## lm() Function

This function creates the relationship model between the predictor and the response variable.

## Syntax

The basic syntax for **lm()** function in linear regression is −

lm(formula,data)

Following is the description of the parameters used −

* **formula** is a symbol presenting the relation between x and y.
* **data** is the vector on which the formula will be applied.

## Create Relationship Model & get the Coefficients

x <- c(151, 174, 138, 186, 128, 136, 179, 163, 152, 131)

y <- c(63, 81, 56, 91, 47, 57, 76, 72, 62, 48)

# Apply the lm() function.

relation <- lm(y~x)

print(relation)

When we execute the above code, it produces the following result −

Call:

lm(formula = y ~ x)

Coefficients:

(Intercept) x

-38.4551 0.6746

## Get the Summary of the Relationship

x <- c(151, 174, 138, 186, 128, 136, 179, 163, 152, 131)

y <- c(63, 81, 56, 91, 47, 57, 76, 72, 62, 48)

# Apply the lm() function.

relation <- lm(y~x)

print(summary(relation))

When we execute the above code, it produces the following result −

Call:

lm(formula = y ~ x)

Residuals:

Min 1Q Median 3Q Max

-6.3002 -1.6629 0.0412 1.8944 3.9775

Coefficients:

Estimate Std. Error t value Pr(>|t|)

(Intercept) -38.45509 8.04901 -4.778 0.00139 \*\*

x 0.67461 0.05191 12.997 1.16e-06 \*\*\*

---

Signif. codes: 0 ‘\*\*\*’ 0.001 ‘\*\*’ 0.01 ‘\*’ 0.05 ‘.’ 0.1 ‘ ’ 1

Residual standard error: 3.253 on 8 degrees of freedom

Multiple R-squared: 0.9548, Adjusted R-squared: 0.9491

F-statistic: 168.9 on 1 and 8 DF, p-value: 1.164e-06

## predict() Function

### Syntax

The basic syntax for predict() in linear regression is −

predict(object, newdata)

Following is the description of the parameters used −

* **object** is the formula which is already created using the lm() function.
* **newdata** is the vector containing the new value for predictor variable.

### Predict the weight of new persons

# The predictor vector.

x <- c(151, 174, 138, 186, 128, 136, 179, 163, 152, 131)

# The resposne vector.

y <- c(63, 81, 56, 91, 47, 57, 76, 72, 62, 48)

# Apply the lm() function.

relation <- lm(y~x)

# Find weight of a person with height 170.

a <- data.frame(x = 170)

result <- predict(relation,a)

print(result)

When we execute the above code, it produces the following result −

1

76.22869

### Visualize the Regression Graphically

# Create the predictor and response variable.

x <- c(151, 174, 138, 186, 128, 136, 179, 163, 152, 131)

y <- c(63, 81, 56, 91, 47, 57, 76, 72, 62, 48)

relation <- lm(y~x)

# Give the chart file a name.

png(file = "linearregression.png")

# Plot the chart.

plot(y,x,col = "blue",main = "Height & Weight Regression",

abline(lm(x~y)),cex = 1.3,pch = 16,xlab = "Weight in Kg",ylab = "Height in cm")

# Save the file.

dev.off()

When we execute the above code, it produces the following result −
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